Integrating Security in Agile Software Development

Abstract

Agile is a popular approach in software development. Agile software development refers to a group of software development methodologies based on iterative development, where requirements and solutions evolve through collaboration between self-organizing cross-functional teams. Agile methodologies provide better results in return on investment, quality, team morale, stakeholder satisfaction, and delivery time. Security must not be given the attention it needs when developing software with Agile methods. Nowadays there are strong regulatory and privacy requirements to protect private data. Security must be treated as a high priority.

Agile software development is a set of techniques for building intended software with fewer errors and better predictability. Each technique or approach is intended to address well-known weaknesses in traditional 'Waterfall' development: complexity, poor communication, and infrequent code validation.

In this paper, we will discuss on agile methodologies, security, extreme programming, agile manifesto, future aspects, and technological development of agile computing.
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Introduction

Microsoft uses Agile software development and management methods to build their applications. Now a days highly inter-connected world, where their are strong regulatory and privacy requirements to protect private data, security must be treated as a high priority. The strength of Agile is that it can save organizations significant amounts of development time and money, while still allowing them to deliver high-quality software. Agile practices are related to improved product quality, customer satisfaction, and developer productivity than traditional waterfall practices. Agile practices have a significant impact in developing software in recent few years. Agile cycle includes includes Scrum, Sprint, and demo-planning. Agile cycle are short and there is no directed mapping from Agile cycles to Waterfall stages.

The Fundamental characteristics of software development approaches:
1. Specification, design, and implementation are interleaved.
2. The system is developed in a series of versions.
3. User interfaces are often developed in an interaction development environment that allows for quick redesign.

Agile methods are not well suited for critical and complex system.

Things that may come the way of and development:
1. Customers are not able or willing to participate
2. Team members are not comfortable for intense involvement
3. Prioritizing changes can be difficult
4. Maintaining simplicity requires extra work.

Review of Literature

Agile Methods are actually a collection of different techniques (or practices) that share the same values and basic principles. Many are, for example, based on iterative enhancement, a technique that was introduced in 1975. Another important model to take into account in these discussions
is the Capability Maturity Model (CMM). In the ‘80s, developing a software program meant adhering to the then-prevalent Software Development Life Cycle (SDLC) or Waterfall Methodology. The need was to adopt software development methodologies which were ‘lightweight’, had scope for changes during the development, were iterative in nature and involved frequent feedbacks.

Independently, Kent Beck rediscovered many of these values in the late 1990s when he was hired by Chrysler to save their failing payroll project, Chrysler Comprehensive Compensation (C3). Jeff Sutherland and Ken Schwaber conceived the scrum process in the early 1990s. Scrum was codified in 1995 in order to present it at an object-oriented conference in Austin, Texas. They published it in the form of a paper titled “SCRUM Software Development Process.”

Perhaps various agile and iterative techniques would still be in the minority were it not for the Agile Manifesto, codified at that 2001 meeting in Snowbird.

In the mid 1990s. Earlier known as lightweight, these methodologies were soon put under an umbrella called Agile development in 2001 at the Snowbird Ski Resort, Utah, where these 17 thought-leaders came together for the first time. Thus came into existence the Agile Manifesto, which uncovered better ways of developing software.

At the Better Software/Agile Development West conference in 2011, Kent Beck presented a keynote on how to accelerate software delivery. He gave this one-hour talk without ever once mentioning agile.

**Characteristics of Agile Methods**

1. It is assume that the size of project is small size.
2. Continuous re-factoring.
3. Current version focus.
5. The importance of individuals.

**SDLC and Agile Waterfall Models**

Several well known SDLC integrate security in different ways. Security can be integrated into any phases. In most organization that use a variant of the waterfall model. The SDLC with developers working with security can be seen as:

- **Requirement**
  - Determine security need
  - Determine privacy need

- **Design**
  - Model threats.
  - Review security plans

- **Implementation**
  - Perform security analysis on code
  - Have colleagues review code

- **Deployment**
  - Review security status
  - Monitor application security
  - Develop response plan.

- **Maintenance**
  - Continually monitor application security and update needed
  - Utilization response plan as needed

One of toughest part of bringing security into an Agile programs is process modification. Agile includes whatever work gets done in a sprint - it does not bend to security, so you need to bend security to fit Agile. The diagram show a waterfall development process, listing the sequence of steps, can perform by a different team.

Scrum was based on the concept that for the development of new, complex products, the best results occur when small and self-organizing teams are given objectives rather than specific assignments. The team had the freedom to determine the best way of meeting those objectives. Scrum also defined time-boxed iterative development cycles whose goal was to deliver working software. Today, most teams that claim to practice an agile methodology say they're
using scrum. SCRUM works on the principles of continuous improvement, teamwork and empiricism. **Extreme Programming (XP)**

Extreme Programming (XP) is an intense, disciplined and agile software development methodology focusing on coding within each software development life cycle (SDLC) stage. Extreme programming (XP) is a software development methodology that combines many of the best practices in software development, and then takes them "to the extreme". XP also requires constant communication between the customer and the developer team, as well as among the developers. Extreme programming is one of the concepts of agile methodology. XP programmers start to generate codes at the very beginning so “At the end of the day, there has to be a program.” XP uses Unit Tests which are automated tests, and the programmer will write tests as many as possible to try to break the code he or she is writing. A person can work on XP as- programmer, customer, teacher and coach.

There are 12 major practices in XP - planning game, small release, metaphor, simple design, testing, re factoring, pair programming collective ownership, continuous integration, 40 hours week, on side customer, coding standards.

Extreme Programming (XP) is a software engineering methodology, the most prominent of several agile software development methodologies.

The goal of extreme programming is being described as follows:

An attempt to reconcile humanity and productivity

1. A mechanism for social change
2. A path to improvement
3. A style of development
4. A software development discipline

The basic activities perform by XP can be studied as follows:

**Coding**

In XP coding is considered the only important product of the system development process.

**Testing**

XP emphasizes to always check if a function works by testing it.

**Listening**

This ability will enable them to understand what customers want and develop solutions which match customers’ needs and desires as close as possible.

**Designing**

Without proper design in the long run system becomes too complex and projects could come to a halt. It is then important to create a design structure that organizes the logic in the system so too many dependencies in the system can be avoided.

**Agile Methodologies and Security**

Agile methods or agile processes generally promote a disciplined project management process that encourages frequent inspection and adaptation, a leadership philosophy that encourages teamwork, self-organization and accountability, a set of engineering best practices intended to allow for rapid delivery of high-quality software, and a business approach that aligns development with customer needs and company goals. Software developers need to integrate security with agile development methodologies for providing systems with reasonable security like authentication and / or authorization in them. Integrating agile methodologies with security enhances overall product trust worthiness. Agile processes based on extension of MDA approach, create flexibility for developing, executing and testing in weekly, incremental and iterative phases, using executable UML design. Traditionally it was felt that agile processes are in contradiction to developing secure software because of their light weight and not very formal approach. Abuser stories can be used for agile security requirements. One of the predominant usages of agile processes is extreme programming which needs to give architecture important relevance and should be made security.

Agile Software development basically uses a people oriented approach for organized teams. Documentation of Agile architectures can be done extending Views and Beyond (V and B) architecture documentation. Most successful usage of agile software development is applied by using extreme programming methodology for changing requirements. Java programming language can be used following agile software development by using extreme programming test driven development. Microsoft Visual Studio Visual C# programming language can also be implemented using agile patterns. Agile software development has many approaches like extreme programming, feature driven development, lean development, scrum etc. Agile Software Engineering extends traditional software engineering principles tailed to agile specific methodology for reducing cost and time in software development. Empirical software engineering approach can be used for agile development by following systematic approach for extreme programming and scrum.

**Agile Manifesto**

Agile development refers to any development process that is aligned with the concepts of the Agile Manifesto. The Manifesto was developed by a group fourteen leading figures in the software industry, and reflects their experience of what approaches do and do not work for software development. The Agile Manifesto was created as an alternative to document-driven, heavyweight software development processes such as the waterfall approach.

The four core values of agile software development as stated by the Agile Manifesto emphasize

1. Individuals and interactions over processes and tools.
2. Working software over comprehensive documentation.
3. Customer collaboration over contract negotiation.
4. Responding to change over following a plan.

The agile manifesto principles are-

1. Our highest priority is to satisfy the customer through early and continuous delivery of valuable
2. Welcome changing requirements, even late in development. Agile processes harness change for the customer’s competitive advantage. Deliver working software frequently, from a couple of weeks to a couple of months, with a preference for the shorter timescale.

3. Business people and developers work together daily throughout the project.

4. Build projects around motivated individuals, giving them the environment and support they need and trust them to get the job done.

5. At regular intervals, the team reflects on how to become more effective, then tunes and adjusts its behavior accordingly.

6. The best architectures, requirements and designs emerge from self-organizing teams. Simplicity, the art of maximizing the amount of work not done, is essential.

7. Continuous attention to technical excellence and good design enhances agility.

8. Agile processes promote sustainable development. The sponsors, developers and users should be able to maintain a constant pace indefinitely.

9. Working software is the primary measure of progress.

10. The most efficient and effective method of conveying information with and within a development team is face-to-face conversation.

The 12 principles laid down in the Agile Manifesto have been adapted for managing a variety of business and IT-related projects, including business intelligence (BI)[28]. They include:

1. Satisfying ‘customers’ through early and continuous delivery of valuable work.

2. Breaking big work down into smaller components that can be completed quickly.

3. Recognizing that the best work emerges from self-organizing teams.

4. Providing motivated individuals with the environment and support they need and trust them to get the job done.

5. Creating processes that promote sustainable effort.

6. Maintaining a constant pace for completed work.

7. Welcoming changing requirements, even late in a project.

8. Assembling the project team and business owners on a daily basis throughout the project.

9. At regular intervals, having the team reflect upon how to become more effective, then tuning and adjusting behavior accordingly.

10. Measuring progress by the amount of completed work.

11. Continually seeking excellence.

12. Harnessing change for competitive advantage.

**Future Prospects**

The IT industry is now opening its eyes to age-old industrial practices borrowed from the Toyota production system (TPS), the 3M company, non-IT industries, like healthcare and finance, have started embracing agile concepts faster than others. Agile methods do not create secure code, and on further analysis, the perception is reality. There is very little "secure agile" expertise available in the market today.

1. This needs to change. But the only way the perception and reality can change is by actively taking steps to integrate security requirements into agile developing methods.

2. Some of the future aspects can be seen as follows:

3. From developers’ point of view, the quality of the developers is important.

4. From customer point of view, agile methods emphasize continued customer involvement, while traditional methods expect periodic customer involvement at formal milestones.

5. From requirement point of view, agile methods suggest they work better than traditional methods when requirements are volatile, much greater than 1% per month.

6. From architecture point of view, good architectures facilitate the addition of future functionality because they have, through planning, anticipated that functionality to a useful degree.

7. From re factoring part of view refactory is revising and simplifying the design or implementation of a software product without disturbing its functionality.

8. From size point of view, agile methods can be adopted to larger (50-250 people) projects.

9. From balancing and risks point of view total risk exposure in project where a combination of agile and plan-driven methods are appropriate.

**Conclusion**

Secure software comes from interdependently verifying field’s integrated application created and by secure or insecure development as completely accurately and affordably as possible. Agile is all about being more responsive and better meeting customer requirements and these days nobody can credibly argue that security is not key requirement. Agile approach is one of the most popular software development approach and methodologies using this appropriate need to be modified to adapt the increase threats and vulnerabilities information system.

Extreme programming is very helpful when you have enough resource and budget to invest on big project. It will improve code quality and help you to protract in the market. Agile has been criticized for lacking security due to consideration of security throughout the agile development life cycle and absence of the dedicated response person, having a fair knowledge of software security with defined responsibilities.
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